# Django REST API

## Create new project

* Cmd activate environment

1. *(python36) C:\Users\abhijith.m\0 zerone\Django>django-admin startproject withoutrest*
2. *(python36) C:\Users\abhijith.m\0 zerone\Django>cd withoutrest*
3. *(python36) C:\Users\abhijith.m\0 zerone\Django\withoutrest>python manage.py startapp testapp*

* (testapp/views.py)>

from django.shortcuts import render

from django.http import HttpResponse

# Create your views here.

def emp\_data\_view(request):

emp\_data = {

'eno':100,

'ename':'Sunny',

'esal': 10000,

'eaddr': 'Mumbai',

}

resp = 'Employee Number:{}Employee Name:{}\

Employee Salary:{}Employee Address:{}'.format(emp\_data['eno'],

emp\_data['ename'],

emp\_data['esal'],

emp\_data['eaddr'])

return HttpResponse(resp)

* (withoutrest/urls.py)>

from django.contrib import admin

from django.urls import path

from testapp import views

urlpatterns = [

path('admin/', admin.site.urls),

path('api/', views.emp\_data\_view),

]

* Runserver
  + *(python36) C:\Users\abhijith.m\0 zerone\Django\withoutrest>python manage.py runserver*
  + <http://127.0.0.1:8000/api>
* (testapp/views.py)> add

import json

def emp\_data\_jsonview(request):

emp\_data = {

'eno':100,

'ename':'Sunny',

'esal': 10000,

'eaddr': 'Mumbai',

}

resp = json.dumps(emp\_data)

return HttpResponse(resp, content\_type='application/json')

* (withoutrest/urls.py)> add

path('apijs/', views.emp\_data\_jsonview),

* <http://127.0.0.1:8000/apijs/>
* Cmd http client
  + *(python36) C:\Users\abhijith.m\0 zerone\Django\withoutrest>pip install httpie*
  + *(python36) C:\Users\abhijith.m\0 zerone\Django\withoutrest>http* [*http://127.0.0.1:8000/apijs/*](http://127.0.0.1:8000/apijs/)

HTTP/1.1 200 OK

Content-Length: 64

Content-Type: application/json

Date: Thu, 18 Jul 2019 12:42:52 GMT

Server: WSGIServer/0.2 CPython/3.6.8

X-Frame-Options: SAMEORIGIN

{

"eaddr": "Mumbai",

"ename": "Sunny",

"eno": 100,

"esal": 10000

}

* Json response without converting dict to json
* (testapp/views.py)> add

from django.http import JsonResponse

def emp\_data\_jsonview2(request):

emp\_data = {

'eno':100,

'ename':'Sunny',

'esal': 10000,

'eaddr': 'Mumbai',

}

return JsonResponse(emp\_data)

* (withoutrest/urls.py)> add

path('apijs2/', views.emp\_data\_jsonview2),

* Create file ‘test.py’ in any other location other than project directory

import requests

import json

BASE\_URL = 'http://127.0.0.1:8000/'

ENDPOINT = 'apijs'

resp = requests.get(BASE\_URL+ENDPOINT)

print(resp.json())

* Run test.py file

## Generic view

* (testapp/views.py)> add

from django.views.generic import View

class jsonCBV(View):

def get(self, request, \*args, \*\*kwargs):

emp\_data={

'eno':100,

'ename': 'Sunny',

'esal':1000,

'eaddr':'Mumbai',

}

return JsonResponse(emp\_data)

* (withoutrest/urls.py)> add

path('apijscbv/', views.jsonCBV.as\_view()),

* In browser <http://127.0.0.1:8000/apijscbv/>
* (testapp/views.py)> update

from django.views.generic import View

class jsonCBV(View):

def get(self, request, \*args, \*\*kwargs):

json\_data = json.dumps({'msg':'This is from get method'})

return HttpResponse(json\_data, content\_type='application/json')

def post(self, request, \*args, \*\*kwargs):

json\_data = json.dumps({'msg':'This is from post method'})

return HttpResponse(json\_data, content\_type='application/json')

def put(self, request, \*args, \*\*kwargs):

json\_data = json.dumps({'msg':'This is from put method'})

return HttpResponse(json\_data, content\_type='application/json')

def delete(self, request, \*args, \*\*kwargs):

json\_data = json.dumps({'msg':'This is from delete method'})

return HttpResponse(json\_data, content\_type='application/json')

* Test.py

import requests

import json

BASE\_URL = 'http://127.0.0.1:8000/'

ENDPOINT = 'apijscbv'

resp = requests.post(BASE\_URL+ENDPOINT)

print(resp.json())

* It should return an error msg. because the csrf token is not defined.
* The middleware setting reject this request
* (withoutrest/settings.py)> inside ‘MIDDLEWARE’ >
* Comment the following line

# 'django.middleware.csrf.CsrfViewMiddleware',

* Test.py request ‘’resp = requests.delete(BASE\_URL+ENDPOINT)’’

### Basics of arguments

def f1(\*\*kwargs):

print(kwargs)

f1(name='abhi', rollno=100, mark=90)

{'name': 'abhi', 'rollno': 100, 'mark': 90}

def f1(\*args):

print(args)

f1()

f1(90)

f1(90,20,30)

()

(90,)

(90, 20, 30)

### Mixin

* (testapp/)> create file mixins.py

from django.http import HttpResponse

class HttpResponseMixin(object):

def render\_to\_http\_response(self, json\_data):

#1000 lines of code

return HttpResponse(json\_data, content\_type='application/json')

* (testapp/views.py)> update

from django.views.generic import View

from testapp.mixins import HttpResponseMixin

class jsonCBV(HttpResponseMixin, View):

def get(self, request, \*args, \*\*kwargs):

json\_data = json.dumps({'msg':'This is from get method'})

return self.render\_to\_http\_response(json\_data)

def post(self, request, \*args, \*\*kwargs):

json\_data = json.dumps({'msg':'This is from post method'})

return self.render\_to\_http\_response(json\_data)

def put(self, request, \*args, \*\*kwargs):

json\_data = json.dumps({'msg':'This is from put method'})

return self.render\_to\_http\_response(json\_data)

def delete(self, request, \*args, \*\*kwargs):

json\_data = json.dumps({'msg':'This is from delete method'})

return self.render\_to\_http\_response(json\_data)

## CRUD without REST framework

* In cmd

1. *(python36) C:\Users\abhijith.m\0 zerone\Django>django-admin startproject withoutrestm*
2. *(python36) C:\Users\abhijith.m\0 zerone\Django>cd withoutrestm*
3. *(python36) C:\Users\abhijith.m\0 zerone\Django\withoutrestm>python manage.py startapp testapp*

* (withoutrestm/settings.py)> inside ‘INSTALLED\_APPS’ add

'testapp',

* (testapp/models.py)>

class Employee(models.Model):

id = models.AutoField(primary\_key=True)

eno = models.IntegerField()

ename = models.CharField(max\_length=64)

esal = models.FloatField()

eaddr = models.CharField(max\_length=64)

* (testapp/admin.py).

from testapp.models import Employee

# Register your models here.

class EmployeeAdmin(admin.ModelAdmin):

list\_display = ['id','eno', 'ename', 'esal', 'eaddr']

admin.site.register(Employee, EmployeeAdmin)

* In cmd
  + *(python36) C:\Users\abhijith.m\0 zerone\Django\withoutrestm>python manage.py makemigrations*
  + *(python36) C:\Users\abhijith.m\0 zerone\Django\withoutrestm>python manage.py migrate*
  + *(python36) C:\Users\abhijith.m\0 zerone\Django\withoutrestm>python manage.py createsuperuser*

*Username (leave blank to use 'abhijith.m'): admin*

*Email address: admin@example.com*

*Password:*

*Password (again):*

*Superuser created successfully.*

* Start server
  + *(python36) C:\Users\abhijith.m\0 zerone\Django\withoutrestm>python manage.py runserver*

### Read

#### Based on id

* (testapp/views.py)>

from django.shortcuts import render

from django.views.generic import View

from testapp.models import Employee

import json

from django.http import HttpResponse

# Create your views here.

class EmployeeDetailCBV(View):

def get(self, request, \*args, \*\*kwargs):

emp=Employee.objects.get(id=1)

emp\_data={

'eno': emp.eno,

'ename': emp.ename,

'esal': emp.esal,

'eaddr': emp.eaddr,

}

json\_data = json.dumps(emp\_data)

return HttpResponse(json\_data, content\_type='application/json')

* (withoutrestm/urls.py)> add

from testapp import views

* (withoutrestm/urls.py)> inside ‘urlpatterns’

path('api/', views.EmployeeDetailCBV.as\_view())

* In browser <http://127.0.0.1:8000/api/>
* Provide id explicitly
* (testapp/views.py)> update

class EmployeeDetailCBV(View):

def get(self, request, id, \*args, \*\*kwargs):

emp=Employee.objects.get(id=id)

* (withoutrestm/urls)> update

path('api/<int:id>', views.EmployeeDetailCBV.as\_view())

#### Serializer

* (testapp/views.py)> add

from django.core.serializers import serialize

* (testapp/views.py)> update

# Create your views here.

class EmployeeDetailCBV(View):

def get(self, request, id, \*args, \*\*kwargs):

emp=Employee.objects.get(id=id)

json\_data = serialize('json', [emp,], fields=('eno', 'ename','eaddr'))

return HttpResponse(json\_data, content\_type='application/json')

* Get all
* (testapp/views.py)> add

class EmployeeListCBV(View):

def get(self, request, \*args, \*\*kwargs):

emp=Employee.objects.all()

json\_data = serialize('json', emp)

return HttpResponse(json\_data, content\_type='application/json')

* (withoutrestm/urls)> add inside ‘urlpatterns’

path('api/', views.EmployeeListCBV.as\_view())

* Run test.py

import requests

import json

BASE\_URL = 'http://127.0.0.1:8000/'

ENDPOINT = 'api/'

def get\_resource(id):

resp = requests.get(BASE\_URL+ENDPOINT+id+'/')

print(resp.status\_code)

print(resp.json())

# id = input("Enter id:")

# get\_resource(id)

def get\_all():

resp = requests.get(BASE\_URL+ENDPOINT)

print(resp.status\_code)

print(resp.json())

get\_all()

* To exclude ‘’model and pk‘’ from out put
* (testapp/views.py)> add

class EmployeeListCBV(View):

def get(self, request, \*args, \*\*kwargs):

emp=Employee.objects.all()

json\_data = serialize('json', emp)

pdict = json.loads(json\_data)

final\_list = []

for obj in pdict:

emp\_data = obj['fields']

final\_list.append(emp\_data)

json\_data = json.dumps(final\_list)

return HttpResponse(json\_data, content\_type='application/json')

* (testapp)> create file mixins.py

from django.core.serializers import serialize

import json

class SerializerMixin(object):

def serialize(self, qs):

json\_data = serialize('json', qs)

p\_data = json.loads(json\_data)

final\_list = []

for obj in p\_data:

emp\_data = obj['fields']

final\_list.append(emp\_data)

json\_data = json.dumps(final\_list)

return json\_data

* (testapp/views.py)> update

from testapp.mixins import SerializerMixin

# Create your views here.

class EmployeeDetailCBV(SerializerMixin, View):

def get(self, request, id, \*args, \*\*kwargs):

qs=Employee.objects.get(id=id)

json\_data = self.serialize([qs,])

return HttpResponse(json\_data, content\_type='application/json')

# Create your views here.

class EmployeeListCBV(SerializerMixin, View):

def get(self, request, \*args, \*\*kwargs):

qs = Employee.objects.all()

json\_data = self.serialize(qs)

return HttpResponse(json\_data, content\_type='application/json')

#### Exception: Avoid DoesNotExist error

* (testapp/views.py)> update

class EmployeeDetailCBV(SerializerMixin, View):

def get(self, request, id, \*args, \*\*kwargs):

try:

qs=Employee.objects.get(id=id)

except :

json\_data = json.dumps({'Error': "The requested resource is not available"})

else:

json\_data = self.serialize([qs,])

return HttpResponse(json\_data, content\_type='application/json')

* Add httpResponse in mixin
* (testapp/mixin.py)> add

from django.http import HttpResponse

class HttpresponseMixin(object):

def render\_to\_http\_response(self, json\_data, status=200):

return HttpResponse(json\_data, content\_type='application/json', status=status)

* (testapp/views.py)> update

class EmployeeDetailCBV(HttpresponseMixin, SerializerMixin, View):

def get(self, request, id, \*args, \*\*kwargs):

try:

qs=Employee.objects.get(id=id)

except :

json\_data = json.dumps({'Error': "The requested resource is not available"})

return self.render\_to\_http\_response(json\_data, status=404)

else:

json\_data = self.serialize([qs,])

return self.render\_to\_http\_response(json\_data)

#### Save or Display all data in table by console code

* In cmd
  1. *(python36) C:\Users\abhijith.m\0 zerone\Django\withoutrestm>python manage.py dumpdata testapp.Employee*

**indented format**

* 1. *(python36) C:\Users\abhijith.m\0 zerone\Django\withoutrestm>python manage.py dumpdata testapp.Employee --indent 4*

**indented format with json**

* 1. *(python36) C:\Users\abhijith.m\0 zerone\Django\withoutrestm>python manage.py dumpdata testapp.Employee --format json --indent 4*

**XML format**

* 1. *(python36) C:\Users\abhijith.m\0 zerone\Django\withoutrestm>python manage.py dumpdata testapp.Employee --format xml --indent 4*

**Save file to emp.xml**

* 1. *(python36) C:\Users\abhijith.m\0 zerone\Django\withoutrestm>python manage.py dumpdata testapp.Employee --format xml >emp.xml --indent 4*

**Save in yaml format**

* 1. *(python36) C:\Users\abhijith.m\0 zerone\Django\withoutrestm>python manage.py dumpdata testapp.Employee --format yaml >emp.yaml --indent 4*

### Create

* (testapp/views.py)> update

class EmployeeListCBV(HttpresponseMixin, SerializerMixin, View):

def get(self, request, \*args, \*\*kwargs):

qs = Employee.objects.all()

json\_data = self.serialize(qs)

return HttpResponse(json\_data, content\_type='application/json')

def post(self, request, \*args, \*\*kwargs):

json\_data = json.dumps({'msg':'This is from post method'})

self.render\_to\_http\_response(json\_data)

* Test.py > add

def create\_resource():

new\_emp = {

'eno':500,

'ename':'Shiva',

'esal': 5000,

'eaddr': 'Chennai',

}

new\_emp = json.dumps(new\_emp)

resp = requests.post(BASE\_URL+ENDPOINT, data=new\_emp)

print(resp.status\_code)

print(resp.json())

create\_resource()

### csrf token disabling

1. Method Level
2. Class Level

from django.views.decorators.csrf import csrf\_exempt

from django.utils.decorators import method\_decorator

@method\_decorator(csrf\_exempt, name='dispatch')

class EmployeeListCBV(HttpresponseMixin, SerializerMixin, View):

def get(self, request, \*args, \*\*kwargs):

qs = Employee.objects.all()

json\_data = self.serialize(qs)

return HttpResponse(json\_data, content\_type='application/json')

def post(self, request, \*args, \*\*kwargs):

json\_data = json.dumps({'msg':'This is from post method'})

return self.render\_to\_http\_response(json\_data)

1. Project Level

* Run test.py
* **To check client was send a valid json data or not**
* (testapp)> create new file ‘utils.py’

import json

def is\_json(data):

try:

p\_data = json.loads(data)

valid = True

except ValueError:

valid = False

return valid

* (testapp/views.py)> add

from testapp.utils import is\_json

* (testapp/views.py)> update

@method\_decorator(csrf\_exempt, name='dispatch')

class EmployeeListCBV(HttpresponseMixin, SerializerMixin, View):

def get(self, request, \*args, \*\*kwargs):

qs = Employee.objects.all()

json\_data = self.serialize(qs)

return self.render\_to\_http\_response(json\_data)

def post(self, request, \*args, \*\*kwargs):

data = request.body

valid\_jason = is\_json(data)

if not valid\_jason:

json\_data = json.dumps({'msg':'please send valid json data only'})

return self.render\_to\_http\_response(json\_data, status=400)

json\_data = json.dumps({'msg':'You provided valid json data'})

return self.render\_to\_http\_response(json\_data, status=400)

### store database

* (testapp)> create new file forms.py

from django import forms

from testapp.models import Employee

class EmployeeForm(forms.ModelForm):

def clean\_esal(self):

inputsal = self.cleaned\_data['esal']

if inputsal<5000:

raise forms.ValidationError('The minimum salary should be 5000')

return inputsal

class Meta:

model = Employee

fields = '\_\_all\_\_'

* (testapp/views.py)> update inside ‘class EmployeeListCBV’

def post(self, request, \*args, \*\*kwargs):

data = request.body

valid\_json = is\_json(data)

if not valid\_json:

json\_data = json.dumps({'msg':'please send valid json data only'})

return self.render\_to\_http\_response(json\_data, status=400)

empdata = json.loads(data)

form = EmployeeForm(empdata)

if form.is\_valid():

form.save(commit=True)

json\_data = json.dumps({'msg':'Resource created successfully'})

return self.render\_to\_http\_response(json\_data)

if form.errors:

json\_data = json.dumps(form.errors)

return self.render\_to\_http\_response(json\_data, status=400)

* test.py

def create\_resource():

new\_emp = {

'eno':500,

'ename':'Shiva',

'esal': '50000',

'eaddr': 'Chennai',

}

new\_emp = json.dumps(new\_emp)

resp = requests.post(BASE\_URL+ENDPOINT, data=new\_emp)

print(resp.status\_code)

print(resp.json())

create\_resource()

* Run test.py

## Update

* (testapp/views.py)> add

from django.views.decorators.csrf import csrf\_exempt

from django.utils.decorators import method\_decorator

@method\_decorator(csrf\_exempt, name='dispatch')

class EmployeeDetailCBV(HttpresponseMixin, SerializerMixin, View):

* (testapp/views.py)> add inside ‘class EmployeeDetailCBV’

def get\_object\_by\_id(self,id):

try:

emp = Employee.objects.get(id=id)

except Employee.DoesNotExist:

emp = None

return emp

def put(self,request, id, \*args, \*\*kwargs):

emp = self.get\_object\_by\_id(id)

if emp is None:

json\_data = json.dumps({'Error': "No matched resources are found for updation"})

return self.render\_to\_http\_response(json\_data, status=404)

data = request.body

valid\_json = is\_json(data)

if not valid\_json:

json\_data = json.dumps({'msg':'please send valid json data only'})

return self.render\_to\_http\_response(json\_data, status=400)

provided\_data = json.loads(data)

original\_data = {

'eno':emp.eno,

'ename':emp.ename,

'esal':emp.esal,

'eaddr': emp.eaddr

}

original\_data.update(provided\_data)

form = EmployeeForm(original\_data, instance=emp)

if form.is\_valid():

form.save(commit=True)

json\_data = json.dumps({'msg':'Resource Updated successfully'})

return self.render\_to\_http\_response(json\_data)

if form.errors:

json\_data = json.dumps(form.errors)

return self.render\_to\_http\_response(json\_data, status=400)

* Test.py > add and run

def update\_resource(id):

new\_emp = {

'esal': '70000',

'eaddr': 'Delhi',

}

new\_emp = json.dumps(new\_emp)

resp = requests.put(BASE\_URL+ENDPOINT+str(id)+'/', data=new\_emp)

print(resp.status\_code)

print(resp.json())

update\_resource(6)

## Delete

* (testapp/views.py)> add

def delete(self, request,id, \*args, \*\*kwargs):

emp = self.get\_object\_by\_id(id)

if emp is None:

json\_data = json.dumps({'Error': "No matched resources are found for deletion"})

return self.render\_to\_http\_response(json\_data, status=404)

status,deleted\_item = emp.delete()

if status == 1:

json\_data = json.dumps({'Msg': "Resource deleted successfully"})

return self.render\_to\_http\_response(json\_data)

json\_data = json.dumps({'Error': "Unable to delete. Please try again"})

return self.render\_to\_http\_response(json\_data, status=404)

* Test.py > add and run

def delete\_resource(id):

resp = requests.delete(BASE\_URL+ENDPOINT+str(id)+'/')

print(resp.status\_code)

print(resp.json())

delete\_resource(6)

## By using single baseurl

* (testapp/views.py)> add

@method\_decorator(csrf\_exempt, name='dispatch')

class EmployeeCRUDCBV(HttpresponseMixin, SerializerMixin, View):

def get\_object\_by\_id(self,id):

try:

emp = Employee.objects.get(id=id)

except Employee.DoesNotExist:

emp = None

return emp

def get(self, request, \*args,\*\*kwargs):

data = request.body

valid\_json = is\_json(data)

if not valid\_json:

json\_data = json.dumps({'msg':'please send valid json data only'})

return self.render\_to\_http\_response(json\_data, status=400)

pdata = json.loads(data)

id = pdata.get('id', None)

if id is not None:

emp = self.get\_object\_by\_id(id)

if emp is None:

json\_data = json.dumps({'Error': "No matched resources are found."})

return self.render\_to\_http\_response(json\_data, status=404)

json\_data = self.serialize([emp,])

return self.render\_to\_http\_response(json\_data)

qs = Employee.objects.all()

json\_data = self.serialize(qs)

return self.render\_to\_http\_response(json\_data)

* Test.py > add and run

def get\_resource(id=None):

data={}

if id is not None:

data= {

'id': id

}

resp = requests.get(BASE\_URL+ENDPOINT, data=json.dumps(data))

print(resp.status\_code)

print(resp.json())

get\_resource()

get\_resource(2)

* (testapp/views.py)> add

@method\_decorator(csrf\_exempt, name='dispatch')

class EmployeeCRUDCBV(HttpresponseMixin, SerializerMixin, View):

def get\_object\_by\_id(self,id):

try:

emp = Employee.objects.get(id=id)

except Employee.DoesNotExist:

emp = None

return emp

def get(self, request, \*args,\*\*kwargs):

data = request.body

valid\_json = is\_json(data)

if not valid\_json:

json\_data = json.dumps({'msg':'please send valid json data only'})

return self.render\_to\_http\_response(json\_data, status=400)

pdata = json.loads(data)

id = pdata.get('id', None)

if id is not None:

emp = self.get\_object\_by\_id(id)

if emp is None:

json\_data = json.dumps({'Error': "No matched resources are found."})

return self.render\_to\_http\_response(json\_data, status=404)

json\_data = self.serialize([emp,])

return self.render\_to\_http\_response(json\_data)

qs = Employee.objects.all()

json\_data = self.serialize(qs)

return self.render\_to\_http\_response(json\_data)

def post(self, request, \*args, \*\*kwargs):

data = request.body

valid\_json = is\_json(data)

if not valid\_json:

json\_data = json.dumps({'msg':'please send valid json data only'})

return self.render\_to\_http\_response(json\_data, status=400)

empdata = json.loads(data)

form = EmployeeForm(empdata)

if form.is\_valid():

form.save(commit=True)

json\_data = json.dumps({'msg':'Resource created successfully'})

return self.render\_to\_http\_response(json\_data)

if form.errors:

json\_data = json.dumps(form.errors)

return self.render\_to\_http\_response(json\_data, status=400)

def put(self, request, \*args, \*\*kwargs):

data = request.body

valid\_json = is\_json(data)

if not valid\_json:

json\_data = json.dumps({'msg':'please send valid json data only'})

return self.render\_to\_http\_response(json\_data, status=400)

pdata = json.loads(data)

id = pdata.get('id', None)

if id is None:

json\_data = json.dumps({'msg':'please provide valid id for updation'})

return self.render\_to\_http\_response(json\_data, status=400)

emp = self.get\_object\_by\_id(id)

if emp is None:

json\_data = json.dumps({'Error': "No matched resources are found. Not possible to update"})

return self.render\_to\_http\_response(json\_data, status=404)

provided\_data = json.loads(data)

original\_data = {

'eno':emp.eno,

'ename':emp.ename,

'esal':emp.esal,

'eaddr': emp.eaddr

}

original\_data.update(provided\_data)

form = EmployeeForm(original\_data, instance=emp)

if form.is\_valid():

form.save(commit=True)

json\_data = json.dumps({'msg':'Resource Updated successfully'})

return self.render\_to\_http\_response(json\_data)

if form.errors:

json\_data = json.dumps(form.errors)

return self.render\_to\_http\_response(json\_data, status=400)

def delete(self, request, \*args, \*\*kwargs):

data = request.body

valid\_json = is\_json(data)

if not valid\_json:

json\_data = json.dumps({'msg':'please send valid json data only'})

return self.render\_to\_http\_response(json\_data, status=400)

pdata = json.loads(data)

id = pdata.get('id', None)

if id is not None:

emp = self.get\_object\_by\_id(id)

if emp is None:

json\_data = json.dumps({'Error': "No matched resources are found."})

return self.render\_to\_http\_response(json\_data, status=404)

status,deleted\_item = emp.delete()

if status == 1:

json\_data = json.dumps({'Msg': "Resource deleted successfully"})

return self.render\_to\_http\_response(json\_data)

json\_data = json.dumps({'Error': "Unable to delete. Please try again"})

return self.render\_to\_http\_response(json\_data, status=404)

json\_data = json.dumps({'Error': "Unable to delete. Please provide valid id"})

return self.render\_to\_http\_response(json\_data, status=404)

* Test.py > add

# create\_resource()

def update\_resource\_b(id):

new\_emp = {

'id': id,

'esal': 10000,

'eaddr': 'Delhi',

}

new\_emp = json.dumps(new\_emp)

resp = requests.put(BASE\_URL+ENDPOINT, data=new\_emp)

print(resp.status\_code)

print(resp.json())

# update\_resource\_b(7)

def delete\_resource\_b(id):

data= {

'id': id

}

resp = requests.delete(BASE\_URL+ENDPOINT, data=json.dumps(data))

print(resp.status\_code)

print(resp.json())

delete\_resource\_b(7)

# With REST Frame work

* Create project > in cmd
  1. *(python36) E:\django projects>django-admin startproject withrestc4*
  2. *(python36) E:\django projects>cd withrestc4*
  3. *(python36) E:\django projects\withrestc4>python manage.py startapp testapp*
* (withrestc4/settings.py)> add inside ’ INSTALLED\_APPS’

'rest\_framework',

'testapp'

* (testapp/models.py)> add

class Employee(models.Model):

id = models.AutoField(primary\_key=True)

eno = models.IntegerField()

ename = models.CharField(max\_length=64)

esal = models.FloatField()

eaddr = models.CharField(max\_length=64)

* (testapp/admin.py)> add

from testapp.models import Employee

# Register your models here.

class EmployeeAdmin(admin.ModelAdmin):

list\_display = ['id','eno', 'ename', 'esal', 'eaddr']

admin.site.register(Employee, EmployeeAdmin)

* Install package
  1. *(python36) E:\django projects\withrestc4>pip install djangorestframework*
* In cmd>
  1. *(python36) E:\django projects\withrestc4>python manage.py makemigrations*
  2. *(python36) E:\django projects\withrestc4>python manage.py migrate*
  3. *(python36) E:\django projects\withrestc4>python manage.py createsuperuser*
     + *Username (leave blank to use 'user'): admin*
     + *Email address: admin@example.com*
     + *Password:*
     + *Password (again):*
     + *Superuser created successfully.*
  4. *(python36) E:\django projects\withrestc4>python manage.py runserver*
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* (testapp/)> create new file ‘serializers.py’

from testapp.models import Employee

from rest\_framework.serializers import ModelSerializer

class EmployeeSerializer(ModelSerializer):

class Meta:

model = Employee

fields = '\_\_all\_\_'

* (withrestc4/urls.py)> add

from django.contrib import admin

from django.urls import path, include

from rest\_framework import routers

from testapp import views

router = routers.DefaultRouter()

#router.register('api', views.EmployeeCRUDCBV, base\_name='api')

router.register('api', views.EmployeeCRUDCBV)

urlpatterns = [

path('admin/', admin.site.urls),

path("", include(router.urls))

]

* (testapp/views.py)> add

from django.shortcuts import render

from rest\_framework.viewsets import ModelViewSet

from testapp.models import Employee

from testapp.serializers import EmployeeSerializer

# Create your views here.

class EmployeeCRUDCBV(ModelViewSet):

queryset = Employee.objects.all()

serializer\_class = EmployeeSerializer

* <http://127.0.0.1:8000/api/> , <http://127.0.0.1:8000/api/1/> and add an employee

# model\_to\_dict

from django.forms.models import model\_to\_dict

model\_to\_dict(instance, fields=[field.name for field in instance.\_meta.fields])

# Sort Django template list

{% for key, val in dict.items|sort %}

key: {{key}} / {{value}}

{% endfor %}

# Query Dict to dict 🡨 not working

New in Django >= 1.4.

QueryDict.dict()

# Django re install db

import os

import shutil

root = os.getcwd()

parent\_folders = os.listdir(root)

if "db.sqlite3" in parent\_folders:

    os.remove("db.sqlite3")

else:

    ValueError("This is not django parent folder")

app\_names = []

for r\_f in parent\_folders:

    try:

        sub1\_f = os.listdir(r\_f)

    except:

        continue

    if "migrations" in sub1\_f:

        # delete migrations folder

        path\_migrations = os.path.join(r\_f, "migrations")

        try:

            shutil.rmtree(path\_migrations)

            app\_names.append(r\_f)

        except:

            ValueError("Cant remove folder %s" %(str(path\_migrations)))

# create migrations

apps = " ".join(app\_names)

os.system("python manage.py makemigrations %s"%(apps))

os.system("python manage.py migrate")

os.system("python manage.py createsuperuser --username admin --email admin@example.org")

os.system("python manage.py runserver")

# Errors

## Sqlite 3.8.\* above required

As this was about Centos7, you can use the Fedora package to upgrade the Centos sqlite package:

wget https://kojipkgs.fedoraproject.org//packages/sqlite/3.8.11/1.fc21/x86\_64/sqlite-3.8.11-1.fc21.x86\_64.rpm

sudo yum install sqlite-3.8.11-1.fc21.x86\_64.rpm

# Streamlit

## Documentation

<https://docs.streamlit.io/library/get-started>

Github [code](https://github.com/Harsh1347/Streamlit)

YouTube [Video](https://www.youtube.com/watch?v=UN4DaSAZel4&list=PLuU3eVwK0I9PT48ZBYAHdKPFazhXg76h5)

## Installation

* + - * + Install streamlit

![](data:image/png;base64,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)

* + - * Streamlit hello
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## Hello world

import streamlit as st  
  
st.title("Hello stramlit")

* + - * streamlit run test.py

## text

import streamlit as st  
  
st.title("Hello stramlit")  
st.header("Header")  
st.subheader("SubHeader")  
st.text("This is my paragraph")
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## markdown

<https://docs.streamlit.io/library/api-reference/text/st.markdown>

<https://github.com/adam-p/markdown-here/wiki/Markdown-Cheatsheet>

### write – writes module

st.write(sum, pow)
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## Display Data

Github [code](https://github.com/Harsh1347/Streamlit)

import streamlit as st  
import pandas as pd  
import numpy as np  
import time  
  
a = [1,2,3,4,5,6,7,8]  
n = np.array(a)  
nd = n.reshape((2,4))  
dic = {  
 "name":["harsh","Gupta"],  
 "age":[21,32],  
 "city":["noida","delhi"]  
}  
  
data = pd.read\_csv("data//Salary\_Data.csv")  
  
st.dataframe(data,width=500,height= 500)  
st.table(dic)  
st.json(dic)  
st.write(dic)  
  
@st.cache  
def ret\_time(a):  
 time.sleep(5)  
 return time.time()  
  
if st.checkbox("1"):  
 st.write(ret\_time(1))  
  
if st.checkbox("2"):  
 st.write(ret\_time(2))

## Grid

from st\_aggrid import GridOptionsBuilder, AgGrid, GridUpdateMode, DataReturnMode

# cors issue in django

<https://www.stackhawk.com/blog/django-cors-guide/>

solution:- <https://www.geeksforgeeks.org/how-to-enable-cors-headers-in-your-django-project/>

# Autostart Django service on server

To automatically start a Django service on server start, you need to follow these general steps:

1. Create a systemd service file for your Django project
2. Enable the systemd service
3. Test the systemd service

Here's how you can do it:

1. Create a systemd service file for your Django project

Create a file named **yourproject.service** in **/etc/systemd/system/** directory with the following content:

[Unit]  
Description=Your Project Service  
After=network.target  
  
[Service]  
User=yourusername  
Group=www-data  
WorkingDirectory=/path/to/your/project  
ExecStart=/path/to/your/virtualenv/bin/gunicorn yourproject.wsgi:application -w 4 -b 127.0.0.1:8000  
  
[Install]  
WantedBy=multi-user.target

Make sure to replace **yourusername**, **/path/to/your/project**, **/path/to/your/virtualenv/**, and **yourproject.wsgi:application** with the actual values for your project.

1. Enable the systemd service

Run the following command to enable the service:

sudo systemctl enable yourproject.service

This will create a symlink from the service file to the systemd target directory, which will enable the service to start automatically at boot time.

1. Test the systemd service

Start the service with the following command:

sudo systemctl start yourproject.service

Check the status of the service with the following command:

sudo systemctl status yourproject.service

If you need to make changes to the service unit file, you can edit it and then reload the systemd configuration and restart the service:

sudo systemctl daemon-reload  
sudo systemctl restart myproject.service

# Create docker service

To create a Docker service for your Django project, you can follow these steps:

1. Create a Dockerfile in the root directory of your Django project. Open a text editor and create a file named "Dockerfile" with the following content:

FROM python:3.9  
  
ENV PYTHONUNBUFFERED 1  
  
WORKDIR /code  
  
COPY requirements.txt /code/  
RUN pip install -r requirements.txt  
  
COPY . /code/

Note: Replace "python:3.9" with the version of Python you are using for your Django project.

1. Create a requirements.txt file in the root directory of your Django project. Open a text editor and create a file named "requirements.txt" with the list of packages required by your Django project, one package per line.
2. Build the Docker image by running the following command in the terminal, from the root directory of your Django project:

docker build -t myproject:latest .

Note: Replace "myproject" with the name you want to give to your Docker image.

1. Create a Docker Compose file. Open a text editor and create a file named "docker-compose.yml" with the following content:

version: '3'  
  
services:  
 web:  
 build: .  
 command: python manage.py runserver 0.0.0.0:8000  
 ports:  
 - "8000:8000"

1. Start the Docker service by running the following command in the terminal, from the root directory of your Django project:

docker-compose up

Your Django project should now be running in a Docker container and accessible at [http://localhost:8000](http://localhost:8000/). If you need to make changes to your Django project, you can edit the code files and the Docker service will automatically reload the changes.

Note: You may need to make additional configuration changes to the Docker Compose file depending on your project's needs, such as adding environment variables or linking to a database service.